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**Practical 1.A)**

**Aim:** Write a program to implement depth first search algorithm.

Program:

graph1 = {

 'A': set(['B', 'C']),

 'B': set(['A', 'D', 'E']),

 'C': set(['A', 'F']),

 'D': set(['B']),

 'E': set(['B', 'F']),

 'F': set(['C', 'E'])

}

def dfs(graph, node, visited):

    if node not in visited:

        visited.append(node)

        for n in graph[node]:

            dfs(graph,n, visited)

    return visited

visited = dfs(graph1,'A', [])

print(visited)
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**Practical 1.B)**

**Aim:** Write a program to implement breadth first search algorithm.

Program:

graph = {'A': set(['B', 'C']),

 'B': set(['A', 'D', 'E']),

 'C': set(['A', 'F']),

 'D': set(['B']),

 'E': set(['B', 'F']),

 'F': set(['C', 'E'])

}

def bfs(start):

    queue = [start]

    levels={}

    levels[start]=0

    visited = set(start)

    while queue:

        node = queue.pop(0)

        neighbours=graph[node]

        for neighbor in neighbours:

            if neighbor not in visited:

                queue.append(neighbor)

                visited.add(neighbor)

                levels[neighbor]= levels[node]+1

    print(levels)

    return visited

print(str(bfs('A')))

def bfs\_paths(graph, start, goal):

    queue = [(start, [start])]

    while queue:

        (vertex, path) = queue.pop(0)

        for next in graph[vertex] - set(path):

            if next == goal:

                yield path + [next]

            else:

                queue.append((next, path + [next]))

result=list(bfs\_paths(graph, 'A', 'F'))

print(result)

def shortest\_path(graph, start, goal):

    try:

        return next(bfs\_paths(graph, start, goal))

    except StopIteration:

        return None

result1=shortest\_path(graph, 'A', 'F')

print(result1)

OUTPUT:
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**Practical 2.A)**

**Aim:** Write a program to simulate 4-Queen / N-Queen problem.

Program:

class QueenChessBoard:

    def \_\_init\_\_(self, size):

        self.size = size

        self.columns = []

    def place\_in\_next\_row(self, column):

        self.columns.append(column)

    def remove\_in\_current\_row(self):

        return self.columns.pop()

    def is\_this\_column\_safe\_in\_next\_row(self, column):

        row = len(self.columns)

        for queen\_column in self.columns:

            if column == queen\_column:

                return False

        for queen\_row, queen\_column in enumerate(self.columns):

                if queen\_column - queen\_row == column - row:

                    return False

        for queen\_row, queen\_column in enumerate(self.columns):

                if ((self.size - queen\_column) - queen\_row == (self.size - column) - row):

                    return False

        return True

    def display(self):

        for row in range(self.size):

            for column in range(self.size):

                if column == self.columns[row]:

                    print('Q', end=' ')

                else:

                    print('.', end=' ')

            print()

def solve\_queen(size):

    board = QueenChessBoard(size)

    number\_of\_solutions = 0

    row = 0

    column = 0

    while True:

        while column < size:

            if board.is\_this\_column\_safe\_in\_next\_row(column):

                board.place\_in\_next\_row(column)

                row += 1

                column = 0

                break

            else:

                column += 1

        if (column == size or row == size):

            if row == size:

                board.display()

                print()

                number\_of\_solutions += 1

                board.remove\_in\_current\_row()

                row -= 1

            try:

                prev\_column = board.remove\_in\_current\_row()

            except IndexError:

                break

            row -= 1

            column = 1 + prev\_column

    print('Number of solutions:', number\_of\_solutions)

n = int(input('Enter n: '))

solve\_queen(n)
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**Practical 2.B)**

**Aim:** Write a program to solve tower of Hanoi problem.

Program:

def moveTower(height,fromPole, toPole, withPole):

    if height >= 1:

        moveTower(height-1,fromPole,withPole,toPole)

        moveDisk(fromPole,toPole)

        moveTower(height-1,withPole,toPole,fromPole)

def moveDisk(fp,tp):

    print("moving disk from",fp,"to",tp)

moveTower(3,"A","B","C")
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**Practical 3.A)**

**Aim:** Write a program to implement alpha beta search.

Program:

tree = [[[5, 1, 2], [8, -8, -9]], [[9, 4, 5], [-3, 4, 3]]]

root = 0

pruned = 0

def children(branch, depth, alpha, beta):

    global tree

    global root

    global pruned

    i = 0

    for child in branch:

        if type(child) is list:

            (nalpha, nbeta) = children(child, depth + 1, alpha, beta)

            if depth % 2 == 1:

                beta = nalpha if nalpha < beta else beta

            else:

                alpha = nbeta if nbeta > alpha else alpha

            branch[i] = alpha if depth % 2 == 0 else beta

            i += 1

        else:

            if depth % 2 == 0 and alpha < child:

                alpha = child

            if depth % 2 == 1 and beta > child:

                beta = child

            if alpha >= beta:

                pruned += 1

                break

    if depth == root:

        tree = alpha if root == 0 else beta

    return (alpha, beta)

def alphabeta(in\_tree=tree, start=root, upper=-15, lower=15):

    global tree

    global pruned

    global root

    (alpha, beta) = children(tree, start, upper, lower)

    if \_\_name\_\_ == "\_\_main\_\_":

        print("(alpha, beta): ", alpha, beta)

        print("Result: ", tree)

        print("Times pruned: ", pruned)

    return (alpha, beta, tree, pruned)

if \_\_name\_\_ == "\_\_main\_\_":

    alphabeta(None)
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**Practical 3.B)**

**Aim:** Write a program for Hill climbing problem.

Program:

import math

increment = 0.1

startingPoint = [1, 1]

point1 = [1,5]

point2 = [6,4]

point3 = [5,2]

point4 = [2,1]

def distance(x1, y1, x2, y2):

    dist = math.pow(x2-x1, 2) + math.pow(y2-y1, 2)

    return dist

def sumOfDistances(x1, y1, px1, py1, px2, py2, px3, py3, px4, py4):

    d1 = distance(x1, y1, px1, py1)

    d2 = distance(x1, y1, px2, py2)

    d3 = distance(x1, y1, px3, py3)

    d4 = distance(x1, y1, px4, py4)

    return d1 + d2 + d3 + d4

def newDistance(x1, y1, point1, point2, point3, point4):

    d1 = [x1, y1]

    d1temp = sumOfDistances(x1, y1, point1[0],point1[1], point2[0],point2[1],

    point3[0],point3[1], point4[0],point4[1] )

    d1.append(d1temp)

    return d1

minDistance = sumOfDistances(startingPoint[0], startingPoint[1],

point1[0],point1[1], point2[0],point2[1],

point3[0],point3[1], point4[0],point4[1] )

flag = True

def newPoints(minimum, d1, d2, d3, d4):

    if d1[2] == minimum:

        return [d1[0], d1[1]]

    elif d2[2] == minimum:

        return [d2[0], d2[1]]

    elif d3[2] == minimum:

        return [d3[0], d3[1]]

    elif d4[2] == minimum:

        return [d4[0], d4[1]]

i = 1

while flag:

    d1 = newDistance(startingPoint[0]+increment, startingPoint[1], point1, point2, point3, point4)

    d2 = newDistance(startingPoint[0]-increment, startingPoint[1], point1, point2, point3, point4)

    d3 = newDistance(startingPoint[0], startingPoint[1]+increment, point1, point2, point3, point4)

    d4 = newDistance(startingPoint[0], startingPoint[1]-increment, point1, point2, point3, point4)

    print (i,'\t', round(startingPoint[0], 2), round(startingPoint[1], 2))

    minimum = min(d1[2], d2[2], d3[2], d4[2])

    if minimum < minDistance:

        startingPoint = newPoints(minimum, d1, d2, d3, d4)

        minDistance = minimum

        i+=1

    else:

        flag = False
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**Practical 4)**

**Aim:** Write a program to implement A\* algorithm.

Setup:

Install 2 package in python scripts directory using pip command.

1. pip install simpleai

2. pip install pydot flask

Program:

from simpleai.search import SearchProblem, astar

GOAL = 'HELLO WORLD'

class HelloProblem(SearchProblem):

    def actions(self, state):

        if len(state) < len(GOAL):

            return list(' ABCDEFGHIJKLMNOPQRSTUVWXYZ')

        else:

            return []

    def result(self, state, action):

        return state + action

    def is\_goal(self, state):

        return state == GOAL

    def heuristic(self, state):

        wrong = sum([1 if state[i] != GOAL[i] else 0

                for i in range(len(state))])

        missing = len(GOAL) - len(state)

        return wrong + missing

problem = HelloProblem(initial\_state='')

result = astar(problem)

print(result.state)

print(result.path())
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**Practical 5.A)**

**Aim:** Write a program to solve water jug problem.

Program:

capacity = (12,8,5)

x = capacity[0]

y = capacity[1]

z = capacity[2]

memory = {}

ans = []

def get\_all\_states(state):

    a = state[0]

    b = state[1]

    c = state[2]

    if(a==6 and b==6):

        ans.append(state)

        return True

    if((a,b,c) in memory):

        return False

    memory[(a,b,c)] = 1

    if(a>0):

        if(a+b<=y):

            if( get\_all\_states((0,a+b,c)) ):

                ans.append(state)

                return True

        else:

            if( get\_all\_states((a-(y-b), y, c)) ):

                ans.append(state)

                return True

        if(a+c<=z):

            if( get\_all\_states((0,b,a+c)) ):

                ans.append(state)

                return True

        else:

            if( get\_all\_states((a-(z-c), b, z)) ):

                ans.append(state)

                return True

    if(b>0):

        if(a+b<=x):

            if( get\_all\_states((a+b, 0, c))):

                ans.append(state)

                return True

        else:

            if( get\_all\_states((x, b-(x-a), c)) ):

                ans.append(state)

                return True

        if(b+c<=z):

            if( get\_all\_states((a, 0, b+c)) ):

                ans.append(state)

                return True

        else:

            if( get\_all\_states((a, b-(z-c), z)) ):

                ans.append(state)

                return True

    if(c>0):

        if(a+c<=x):

            if( get\_all\_states((a+c, b, 0)) ):

                ans.append(state)

                return True

        else:

            if( get\_all\_states((x, b, c-(x-a))) ):

                ans.append(state)

                return True

        if(b+c<=y):

            if( get\_all\_states((a, b+c, 0)) ):

                ans.append(state)

                return True

        else:

            if( get\_all\_states((a, y, c-(y-b))) ):

                ans.append(state)

                return True

    return False

initial\_state = (12,0,0)

print("Starting work...\n")

get\_all\_states(initial\_state)

ans.reverse()

for i in ans:

    print(i)
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**Practical 5.B)**

**Aim:** Design the simulation of tic – tac – toe game using min-max algorithm.

Program:

import os

import time

board = [' ',' ',' ',' ',' ',' ',' ',' ',' ',' ']

player = 1

Win = 1

Draw = -1

Running = 0

Stop = 1

Game = Running

Mark = 'X'

def DrawBoard():

    print(" %c | %c | %c " % (board[1],board[2],board[3]))

    print("\_\_\_|\_\_\_|\_\_\_")

    print(" %c | %c | %c " % (board[4],board[5],board[6]))

    print("\_\_\_|\_\_\_|\_\_\_")

    print(" %c | %c | %c " % (board[7],board[8],board[9]))

    print("   |   |   ")

def CheckPosition(x):

    if(board[x] == ' '):

        return True

    else:

        return False

def CheckWin():

    global Game

    if(board[1] == board[2] and board[2] == board[3] and board[1] != ' '):

        Game = Win

    elif(board[4] == board[5] and board[5] == board[6] and board[4] != ' '):

        Game = Win

    elif(board[7] == board[8] and board[8] == board[9] and board[7] != ' '):

        Game = Win

    elif(board[1] == board[4] and board[4] == board[7] and board[1] != ' '):

        Game = Win

    elif(board[2] == board[5] and board[5] == board[8] and board[2] != ' '):

        Game = Win

    elif(board[3] == board[6] and board[6] == board[9] and board[3] != ' '):

        Game=Win

    elif(board[1] == board[5] and board[5] == board[9] and board[5] != ' '):

        Game = Win

    elif(board[3] == board[5] and board[5] == board[7] and board[5] != ' '):

        Game=Win

    elif(board[1]!=' ' and board[2]!=' ' and board[3]!=' ' and board[4]!=' ' and board[5]!=' ' and board[6]!=' ' and board[7]!=' ' and board[8]!=' ' and board[9]!=' '):

        Game=Draw

    else:

        Game=Running

print("Tic-Tac-Toe Game")

print("Player 1 [X] --- Player 2 [O]\n")

print()

print()

print("Please Wait...")

time.sleep(1)

while(Game == Running):

    os.system('cls')

    DrawBoard()

    if(player % 2 != 0):

        print("Player 1's chance")

        Mark = 'X'

    else:

        print("Player 2's chance")

        Mark = 'O'

    choice = int(input("Enter the position between [1-9] where you want to mark : "))

    if(CheckPosition(choice)):

        board[choice] = Mark

        player+=1

        CheckWin()

os.system('cls')

DrawBoard()

if(Game==Draw):

    print("Game Draw")

elif(Game==Win):

    player-=1

    if(player%2!=0):

        print("Player 1 Won")

    else:

        print("Player 2 Won")
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**Practical 6.A)**

**Aim:** Write a program to solve Missionaries and Cannibals problem.

Program:

import math

class State():

    def \_\_init\_\_(self, cannibalLeft, missionaryLeft, boat, cannibalRight, missionaryRight):

        self.cannibalLeft = cannibalLeft

        self.missionaryLeft = missionaryLeft

        self.boat = boat

        self.cannibalRight = cannibalRight

        self.missionaryRight = missionaryRight

        self.parent = None

    def is\_goal(self):

        if self.cannibalLeft == 0 and self.missionaryLeft == 0:

            return True

        else:

            return False

    def is\_valid(self):

        if self.missionaryLeft >= 0 and self.missionaryRight >= 0 and self.cannibalLeft >= 0 and self.cannibalRight >= 0 and (self.missionaryLeft == 0 or self.missionaryLeft >= self.cannibalLeft) and (self.missionaryRight == 0 or self.missionaryRight >= self.cannibalRight):

            return True

        else:

            return False

    def \_\_eq\_\_(self, other):

        return self.cannibalLeft == other.cannibalLeft and self.missionaryLeft == other.missionaryLeft and self.boat == other.boat and self.cannibalRight == other.cannibalRight and self.missionaryRight == other.missionaryRight

    def \_\_hash\_\_(self):

        return hash((self.cannibalLeft, self.missionaryLeft, self.boat, self.cannibalRight, self.missionaryRight))

def successors(cur\_state):

    children = [];

    if cur\_state.boat == 'left':

        new\_state = State(cur\_state.cannibalLeft, cur\_state.missionaryLeft -2, 'right', cur\_state.cannibalRight, cur\_state.missionaryRight + 2)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

        new\_state = State(cur\_state.cannibalLeft - 2, cur\_state.missionaryLeft, 'right', cur\_state.cannibalRight + 2, cur\_state.missionaryRight)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

        new\_state = State(cur\_state.cannibalLeft - 1, cur\_state.missionaryLeft - 1, 'right', cur\_state.cannibalRight + 1, cur\_state.missionaryRight + 1)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

        new\_state = State(cur\_state.cannibalLeft, cur\_state.missionaryLeft - 1, 'right', cur\_state.cannibalRight, cur\_state.missionaryRight + 1)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

        new\_state = State(cur\_state.cannibalLeft - 1, cur\_state.missionaryLeft, 'right', cur\_state.cannibalRight + 1, cur\_state.missionaryRight)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

    else:

        new\_state = State(cur\_state.cannibalLeft, cur\_state.missionaryLeft + 2, 'left', cur\_state.cannibalRight, cur\_state.missionaryRight - 2)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

        new\_state = State(cur\_state.cannibalLeft + 2, cur\_state.missionaryLeft, 'left', cur\_state.cannibalRight - 2, cur\_state.missionaryRight)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

        new\_state = State(cur\_state.cannibalLeft + 1, cur\_state.missionaryLeft + 1, 'left', cur\_state.cannibalRight - 1, cur\_state.missionaryRight - 1)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

        new\_state = State(cur\_state.cannibalLeft, cur\_state.missionaryLeft + 1, 'left',cur\_state.cannibalRight, cur\_state.missionaryRight - 1)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

        new\_state = State(cur\_state.cannibalLeft + 1, cur\_state.missionaryLeft, 'left',cur\_state.cannibalRight - 1, cur\_state.missionaryRight)

        if new\_state.is\_valid():

            new\_state.parent = cur\_state

            children.append(new\_state)

    return children

def breadth\_first\_search():

    initial\_state = State(3,3,'left',0,0)

    if initial\_state.is\_goal():

        return initial\_state

    frontier = list()

    explored = set()

    frontier.append(initial\_state)

    while frontier:

        state = frontier.pop(0)

        if state.is\_goal():

            return state

        explored.add(state)

        children = successors(state)

        for child in children:

            if (child not in explored) or (child not in frontier):

                frontier.append(child)

    return None

def print\_solution(solution):

    path = []

    path.append(solution)

    parent = solution.parent

    while parent:

        path.append(parent)

        parent = parent.parent

    for t in range(len(path)):

        state = path[len(path) - t - 1]

        print ("(" + str(state.cannibalLeft) + "," + str(state.missionaryLeft) + "," + state.boat + "," + str(state.cannibalRight) + "," + str(state.missionaryRight) + ")")

def main():

    solution = breadth\_first\_search()

    print ("Missionaries and Cannibals solution:")

    print ("(cannibalLeft,missionaryLeft,boat,cannibalRight,missionaryRight)")

    print\_solution(solution)

if \_\_name\_\_ == "\_\_main\_\_":

    main()
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**Practical 6.B)**

**Aim:** Design an application to simulate number puzzle problem.

Program:

from \_\_future\_\_ import print\_function

from simpleai.search import astar, SearchProblem

from simpleai.search.viewers import WebViewer

GOAL = '''1-2-3

4-5-6

7-8-e'''

INITIAL = '''4-1-2

7-e-3

8-5-6'''

def list\_to\_string(list\_):

    return '\n'.join(['-'.join(row) for row in list\_])

def string\_to\_list(string\_):

    return [row.split('-') for row in string\_.split('\n')]

def find\_location(rows, element\_to\_find):

    for ir, row in enumerate(rows):

        for ic, element in enumerate(row):

            if element == element\_to\_find:

                return ir, ic

goal\_positions = {}

rows\_goal = string\_to\_list(GOAL)

for number in '12345678e':

    goal\_positions[number] = find\_location(rows\_goal, number)

class EigthPuzzleProblem(SearchProblem):

    def actions(self, state):

        rows = string\_to\_list(state)

        row\_e, col\_e = find\_location(rows, 'e')

        actions = []

        if row\_e > 0:

            actions.append(rows[row\_e - 1][col\_e])

        if row\_e < 2:

            actions.append(rows[row\_e + 1][col\_e])

        if col\_e > 0:

            actions.append(rows[row\_e][col\_e - 1])

        if col\_e < 2:

            actions.append(rows[row\_e][col\_e + 1])

        return actions

    def result(self, state, action):

        rows = string\_to\_list(state)

        row\_e, col\_e = find\_location(rows, 'e')

        row\_n, col\_n = find\_location(rows, action)

        rows[row\_e][col\_e], rows[row\_n][col\_n] = rows[row\_n][col\_n], rows[row\_e][col\_e]

        return list\_to\_string(rows)

    def is\_goal(self, state):

        return state == GOAL

    def cost(self, state1, action, state2):

        return 1

    def heuristic(self, state):

        rows = string\_to\_list(state)

        distance = 0

        for number in '12345678e':

            row\_n, col\_n = find\_location(rows, number)

            row\_n\_goal, col\_n\_goal = goal\_positions[number]

            distance += abs(row\_n - row\_n\_goal) + abs(col\_n - col\_n\_goal)

        return distance

result = astar(EigthPuzzleProblem(INITIAL))

for action, state in result.path():

    print('Move number', action)

    print(state)

![](data:image/png;base64,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)OUTPUT

**Practical 7)**

**Aim:** Write a program to shuffle Deck of cards.

**Program:**

import random

cardfaces = []

suits = ["Hearts", "Diamonds", "Clubs", "Spades"]

royals = ["J", "Q", "K", "A"]

deck = []

for i in range(2,11):

    cardfaces.append(str(i))

for j in range(4):

    cardfaces.append(royals[j])

for k in range(4):

    for l in range(13):

        card = (cardfaces[l] + " of " + suits[k])

        deck.append(card)

random.shuffle(deck)

for m in range(52):

    print(deck[m])
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**Program** to shuffle a deck of card using the module random and draw 5 cards

import itertools, random

deck = list(itertools.product(range(1,14),['Spade','Heart','Diamond','Club']))

random.shuffle(deck)

print("You got:")

for i in range(5):

    print(deck[i][0], "of", deck[i][1])
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**Practical 8)**

**Aim:** Solve constraint satisfaction problem

**Program:**

from \_\_future\_\_ import print\_function

from simpleai.search import CspProblem, backtrack, min\_conflicts, MOST\_CONSTRAINED\_VARIABLE, HIGHEST\_DEGREE\_VARIABLE, LEAST\_CONSTRAINING\_VALUE

variables = ('WA', 'NT', 'SA', 'Q', 'NSW', 'V', 'T')

domains = dict((v, ['red', 'green', 'blue']) for v in variables)

def const\_different(variables, values):

    return values[0] != values[1]

constraints = [

    (('WA', 'NT'), const\_different),

    (('WA', 'SA'), const\_different),

    (('SA', 'NT'), const\_different),

    (('SA', 'Q'), const\_different),

    (('NT', 'Q'), const\_different),

    (('SA', 'NSW'), const\_different),

    (('Q', 'NSW'), const\_different),

    (('SA', 'V'), const\_different),

    (('NSW', 'V'), const\_different),

]

my\_problem = CspProblem(variables, domains, constraints)

print(backtrack(my\_problem))

print(backtrack(my\_problem,variable\_heuristic=MOST\_CONSTRAINED\_VARIABLE))

print(backtrack(my\_problem,variable\_heuristic=HIGHEST\_DEGREE\_VARIABLE))

print(backtrack(my\_problem,value\_heuristic=LEAST\_CONSTRAINING\_VALUE))

print(backtrack(my\_problem,variable\_heuristic=MOST\_CONSTRAINED\_VARIABLE,value\_heuristic=LEAST\_CONSTRAINING\_VALUE))

print(backtrack(my\_problem,variable\_heuristic=HIGHEST\_DEGREE\_VARIABLE,value\_heuristic=LEAST\_CONSTRAINING\_VALUE))

print(min\_conflicts(my\_problem))
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